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Abstract: As an iterative and incremental methodology, agile software has helped a lot in evolving solutions from self-organizing, cross-functional teams. Pair programming is a type of agile software development technique where two programmers work together with one computer for developing the required software. This paper reports the results of a pair programming exercise carried out with a set of one hundred and twelve post graduate students, who developed small applications as a part of their software development laboratory course at Kumaraguru College of Technology (KCT) during the academic year 2012-2013 and 2013-2014. The objective of this research is to investigate the effect of adopting pair programming as a pedagogical tool in Indian higher educational setting. Purposeful pair programming modules were deployed in various phases of software development and the results revealed that pair programming is not only an useful approach in teaching computer programming but also facilitate effective knowledge sharing among students. Further, the effectiveness of pair programming was realized to a greater extent during the designing and coding phases of software development. Practicing pair programming also enables the students to develop their collaborative skills, which is crucial to an industrial working environment.
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1. Introduction

Agile software development contains immense potential for delivering increased productivity, quality and project success rate in software development projects by synergizing considerable tacit knowledge. In addition to promoting proactive planning, it also encourages rapid and flexible response to change by providing collaborative environment. Extreme Programming [3] is one of the most widely recognized agile software development methods, which focuses on disseminating knowledge through collaborative practices such as pair programming, planning game and retrospectives. Pair Programming is an extreme programming practice, where two programmers mutually collaborate at the same workstation to acquire added up knowledge and experience on everyday basis. It works around the principle of sharing work and expertise across teams.

Organizations focusing on developing software practice pair programming where the programmers collaborate as pairs by sharing a single computer working with the same design, algorithm, code, or test etc., [24]. While one member of the pair, namely the driver types at the computer or writes down a design, the other who assumes the role of the navigator, observes the work of the driver to ensure objectivity, logic and process flexibility [6]. Research results have provided evidence for the efficacy of pair programming [2]. Empirical evidence suggests that two programmers working in collaboration can be twice more effective in terms of speed and the possibility of finding solution when compared to two programmers working individually. The effectiveness of the pair programming stems from effective and frequent brainstorming among the pairs [7]. In addition, it also facilitates frequent exchange of roles between pairs. Further, through constant code reviewing, pair programming also minimizes defects to a significant extent, thus resulting in the development of an error-free quality product [21].

Pair Programming (PP) has been offering considerable promise as a strategy to learn programming in academic environments. Engaging in collaborative activities such as pair programming engenders greater participation and better interaction among learners when compared to programming done individually. Studies revealed that pair programming complimented the learning process commendably within a short period of time [24]. Further, it also helped students to gain real time practical experience of software development through knowledge sharing and collaboration [20]. While programming in pairs, both partners tend to discuss and work on the given problem, thus sharing their experience and knowledge [1, 17, 23].

In this study, the researcher explores the various aspects of pair programming which was used as a teaching-learning methodology in a software development laboratory course as a part of Master of
Computer Applications program. Further, this study also investigates the impact of pair programming practices on software development by studying the effectiveness of pair programming

a) In various phases of software development.

b) In facilitating collaborative learning through knowledge sharing. The analysis was based on data sources gathered for about two semesters in a post-graduate computer applications course.

The outline of the paper is as follows. The review of literature is presented in section 2. The work proposed is discussed in section 3 and the analysis and interpretation of the collected data is presented in Section 4. Student’s perception on pair programming is discussed in Sections 5 and 6 discusses the conclusion part of the work.

2. Existing Studies on Pair Programming

A comprehensive review of literature was done in order to understand the impact of pair programming exercise on teaching learning process. The ability to work as part of a cross-disciplinary team in industry has been highlighted by Scott and Wilson [19]. Kuppusami and Vivekanandan [10] experimented with computer science course students comparing the learning efficiency of students who adopted pair programming with those using traditional method for laboratory exercises for a short duration.

The cost-effectiveness of PP and the potential contained in the same for developing codes with a few errors have been demonstrated by Muller [12]. According to Lui et al. [11], pair programming promotes not only quality programming skills, but also enhances responsibility, mentoring, teamwork in addition to providing an increased sense of enjoyment. Vanhanen and Korpi [21] demonstrated their experiences of using PP extensively in an industrial project.

An extensive and substantial case study on pair programming was carried out in software development courses at the University of Dortmund, Germany by Bipp et al. [5]. Thirteen software development teams with a total of 100 students took part in the experiments. The groups were as follows: In one set, the group members worked on their projects in pairs. Not only did these teams produce nearly the same number of codes as the teams of individual workers in the same period, but their codes were easier to read and understand thus facilitating easy detection and correction of errors. Research conducted by Begel and Simon [4] also brought to fore the fact that freshly inducted software developers often struggled to adequately communicate, when they were in need of assistance or while they were struggling with a problem. Pikkarainen et al. [14] studied the communication aspect of agile software development and concluded that agile practices improve both formal and informal communication among team members.

On reviewing 66 studies, Salleh et al. [18] identified certain psychosocial factors such as compatibility, personality and gender issues, which affect the effectiveness of pair programming among students. The effects of pair programming on knowledge transfer and the resulting sense of fulfillment experienced by students were reported by Venkatesan and Sankar [22]. Hammay et al. [8] observed that the personality of the pairs engaged in pair programming could be a valid predictor for long-term team performance. Salleh et al. [18] presented evidence related to the effectiveness of Pair Programming (PP) as a pedagogical tool in higher education CS/SE courses. Naufal and Hui [13] conducted a study to investigate the influence of learning style preference on learning C++ language, especially in terms of the quality of codes written and the number of errors that occurred in programming. Radermacher and Walia [16] attempted to specifically identify the presence of knowledge deficiencies among the students to influence curriculum changes in order to address the same.

Studies reported in literature mostly involved experiments conducted for a limited duration ranging from a few laboratory sessions to a few months. Further, only a few studies in the Indian educational context have been reported so far. The current study aims to plug the gap by undertaking a controlled experiment and extending it to a longer duration i.e. a period of six-months for each batch of students for the same laboratory course. In addition to exploring the knowledge sharing aspect of PP, it also records the effectiveness of PP during various phases of software development, as perceived by students.

3. Proposed Work

The strength of knowledge sharing through pair programming was felt when the students of the Master of Computer Applications (MCA) program struggled a lot initially while developing applications, owing to their different educational backgrounds [9]. Based on the researcher’s experiences and insights drawn from existing literature, the researcher proposed to study the effects and experiences of the pair programming concept. Initially, the factors including the usefulness of pair programming, reduced errors, collaborative skills, proactive learning and knowledge improvement were taken into consideration. The objectives of the study are:

- To test the association between the overall scores secured by students in similar software development projects, irrespective of whether they worked in pairs or as individuals.
• To test the significant difference in the phase-wise scores secured by students in similar software development projects, irrespective of whether they worked in pairs or as individuals during the various phases of software development.
• To study students perceptions on the effectiveness of pair programming during various phases of software development.

3.1. Experimental Methodology and Context

In order to facilitate learning process of students in the computer applications course, the study investigated the use of pair programming as a teaching methodology and investigated its effectiveness on students overall learning process.

Formal lists of questions were prepared and the responses were analyzed using standard statistical techniques. Two questionnaires with close-ended questions containing a 5-point rating scale were designed. The students were made to fill an entry questionnaire consisting of ten questions to assess their level of exposure to programming tasks, partner preferences etc. The worksheet also contained twelve open-ended questions, which allow the students to provide their own answers in an unprompted manner, thus yielding qualitative data. After the completion of the project, an exit questionnaire containing twenty questions on knowledge sharing, tool learning, pair programming effectiveness during various phases of software development and general experiences on pair programming Table 1 was administered to each student practising PP. Also, unstructured interviews were conducted to understand their pair programming experiences and clarify their responses to questionnaires.

The Unified Process (UP) is an iterative software development process framework [15]. The UP determines a project life cycle as consisting of four phases namely inception, elaboration, construction and transition.

In the inception phase, the business case which includes business context, success factors and financial forecast is established. The primary objective of the elaboration phase is to mitigate the key risk items identified by analysis till the end of this phase. The objective of the construction phase is to build the software system. The bulk of the coding takes place in this phase and the first external release of the software also happen at this stage. Finally, the transition phase helps to ‘transit’ the system from development into production, thus enabling the end user to understand the system.

The pair programming experiment was carried out for two batches (2012-13 and 2013-14) in software development laboratory course in the fifth semester of the MCA Program. The credit for the course weighted 50% out of the total credits among the other laboratory courses carried out in that semester. The curriculum doesn’t contain an associated theory component. The students were already exposed to subjects like software engineering, databases and object oriented analysis and design techniques, which are essential for developing software applications during laboratory sessions. The students were expected to use IBM rational suite and microsoft visual studio software. While developing the application, the students were instructed to follow the Unified Process model for developing the software as Rational Suite recommends it. Since they lacked prior knowledge of the above-mentioned tools, they were asked to explore the various functionalities and to develop small applications on their own.

To begin with, a batch of fifty-five third year MCA students participated in the study. The study was carried out in a controlled experimental setup. While pair and solo programming were considered as independent variables, improved knowledge sharing and work quality were treated as dependent variables. Eighteen pairs were formed by Pair Programming Information System (PPIS) based on student responses to the following factors such as willingness to participate in the experiment, partner preferences, level of knowledge, cumulative grade point average secured till the previous semester and their level of expertise in developing software applications and tool usage. The remaining 19 students were made to work individually. The students who belonged to this group either preferred working solo or were capable of working on their own.

Most students preferred to work with the same gender and had no problems working with partner of any knowledge level. The major intent of the study is to enable the average and slow learners to learn and display improved performance in the laboratory course. Hence, the students were categorized into 4 levels based on the cumulative grade point average secured. The students were grouped as follows: Level 1 consisting of top performers, level 2 the above average performers, level 3 the average category and level 4 the slow learners. Students who were in level 4 and 3 were either paired with students in level 1 or level 2 in order to facilitate effective knowledge sharing. The students who were asked to work in solo either belonged to level 1 or 2, considering the fact that they were capable of learning and working on their own. Yet another batch of fifty seven third year MCA students was also involved in the study. All students were made to work in pairs with the intent of collecting only their pair programming experiences. No comparisons were drawn between the project outcomes of these batches. This data was used to correlate the variables Table 3.

They were given the freedom of choosing their pairs in order to know their level of satisfaction while working with a partner of their choice.
3.2. The Controlled Experiment

A process framework was designed in order to carry out the pair programming exercise systematically as shown in Figure 1. Appropriate user interfaces available in the framework enabled student respondents and the assessors to record data easily. Once the students were found to acquire the requisite understanding about pair programming, they were allowed to access online software PPIS, which forms a part of the framework. PPIS enabled the students to fill the entry and exit questionnaire online. The questionnaire entries were stored in appropriate databases [9].

For the first batch, eighteen software application development projects with equal levels of difficulty were chosen for the experiment by the faculty. These projects were randomly allotted to the students and the scope and requirements were clearly explained to contextualize the results. These tasks were executed during separate lab sessions of five hours duration per week. The same project title was allocated to pairs and solo programmers in order to enable easy comparison of outcomes and the milestones for the projects were also announced. For the second batch, twenty-eight similar application development projects were given to student pairs with the main intention of collecting their general experiences related to pair programming. One student volunteered to work on his own. The pairs were asked to interchange driver-navigator roles once in the middle of each laboratory session to ensure equal contribution to the project.

During the lab experiment, the students were asked to record their experiences individually for each lab session. In order to extract and record the software development and learning experiences of those students working in pairs, they were made to fill in a worksheet as detailed in Table 1. Subsequently, details related to knowledge sharing and transfers were also collected. After the tasks were completed, the students were asked to fill in an online exit questionnaire, specifically designed to collect their views on pair programming, knowledge sharing, tool learning and collaborative skill development.

Each application developed by the student was assessed phase-wise and their comments were recorded in the software. Artifacts like requirements management plan, vision document, use case documents, Unified Modeling Language (UML) diagrams, code developed for each module, test cases, test plans and test results were also taken into consideration for assessment purposes. Further, each student was also asked to demonstrate the application developed by them and the data thus collected was analyzed using appropriate tools. The results of the analysis are presented in the following sections.

The previous studies reported in literature have not used a complete process framework that is fully automated. When the entry questionnaire is filled by the respondent online, PPIS would automatically suggest pairs based on student preferences. It would also suggest pairs randomly on demand. Once the data entry is complete for the questionnaires, worksheets and assessment sheets, the data will be stored in a database that can be exported in excel format, which in turn can be fed into the analysis tools.

As a means of achieving validity, during the pre-experiment phase, the assessors gave a presentation on pair programming, covering details related to the type of problem that would be given to the students during the experiment and the desired outcomes in the laboratory sessions. Following this, the basic features of the IBM rational suite and Microsoft visual studio environment were demonstrated by the faculty.

Clear, consistent and unambiguous instructions regarding criteria and method of assessment were also given. Therefore, even before starting the experiment, the student respondents were clear about the tasks to be carried out during the lab sessions, phase-wise artifacts that would be assessed and also about the various assessment methods such as awarding grades for the phase-wise artifacts, presentations and viva. The students were given sufficient time to explore the concepts of the prescribed software by referring to e-books and lab manuals. Care was taken to ensure that the pairs interchanged among themselves and shifted roles frequently to enable knowledge transfer and to ensure equal contribution to the work. To ensure accurate recording of data, all the laboratory sessions were coordinated and closely monitored by two faculty members.

Both the assessors involved in the study have more than ten years of teaching experience and have prior experience in handling software development related subjects. They have also guided more than fifty student projects and have rich expertise in using rational software. The assessors conducted the lab sessions methodically and used a standardized scheme Table 2 for assessment purposes. They followed clear and systematic recording procedures in order to ensure valid and reliable data. Each student was assessed individually by both the assessors and their scores obtained were more or less the same with a maximum difference of five percent, thus ensuring inter-rater reliability.

Pair programming experiment was carried out for different batches of students in various laboratories. Student respondents who underwent pair programming exercise in the software development lab had also worked in pairs in visual programming laboratory course conducted in the previous semester. The students were assessed by the same two assessors and under the same standards and guidelines. The results seem to be promising [1] and students had opined that pair programming was very useful to them and helped them in sharing knowledge and learning a tool with a good interface. The students had also scored well in
Factors about pair programming were stored in an Excel sheet and this data was used to find the correlation between the variables. Factor analysis and Pearson correlation tests were used to find the correlation and the results are exhibited in Table 3. It can be seen that the highest correlation of 0.598 was observed for the following two variables namely pair support and coordination rendered by the pair during pair programming session. The data for deriving this table was taken from the exit questionnaire collected from both batches of student respondents. The collected data was analyzed using IBM SPSS predictive analytics software.

4. Analysis and Interpretation of Data

The collected data was analyzed using IBM SPSS predictive analytics software.

4.1. Study of the Correlation Between Variables

The data for deriving this table was taken from the exit questionnaire collected from both batches of student respondents. The variables used in the table are explained as follows:

1. Pair support-support and coordination rendered by the pair during pair programming session.
2. Levels of awareness-during pair programming, the partner constantly watch the activities of his/her pair, thus increasing the awareness levels.
3. Reduced Errors-the extent to which constant code reviewing during PP helped to reduce errors.
4. Collaborative skills- improvement in collaborative skills after pair programming.
5. Construction phase activities-effectiveness of PP during the construction phase of software development.
6. Proactive Learning-Improvement of work quality and skills through effective learning.

The ratings given by the respondents for various factors about pair programming were stored in an Excel sheet and this data was used to find the correlation between the variables. Factor analysis and Pearson correlation tests were used to find the correlation and the results are exhibited in Table 3. It can be seen that the highest correlation of 0.598 was observed for the following two variables namely pair support and reduced errors. The correlation value was found to be significant. During pair programming, since one of the pair, namely the navigator looks for errors and bugs made by the driver and correct it then and there, the errors while developing software were minimized to a significant extent.
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Table 3. Correlation between variables.

<table>
<thead>
<tr>
<th></th>
<th>Pair Support</th>
<th>Levels of Awareness</th>
<th>Collaborative Skills</th>
<th>Reduced Errors</th>
<th>Construction Phase activities</th>
<th>Proactive Learning</th>
</tr>
</thead>
<tbody>
<tr>
<td>Pair Support</td>
<td>1</td>
<td>.444</td>
<td>.331</td>
<td>.591**</td>
<td>.459**</td>
<td>-.120</td>
</tr>
<tr>
<td>Levels of Awareness</td>
<td>1</td>
<td>.591**</td>
<td>.459**</td>
<td>.314**</td>
<td>-.120</td>
<td></td>
</tr>
<tr>
<td>Collaborative Skills</td>
<td>1</td>
<td>.538**</td>
<td>.360**</td>
<td>.010</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Reduced Errors</td>
<td>1</td>
<td>.317**</td>
<td>.164</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Construction Phase activities</td>
<td>1</td>
<td>.565**</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Proactive Learning</td>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

** Correlation is significant at 0.01 level

The next highest correlation was found for the variable levels of awareness and the collaborative skills, with a correlation value of 0.591. Students normally seemed to prefer collaborating among themselves to obtain new ideas and also to seek advice from one another. Thus, those students who learn collaboratively and benefit from the ideas and opinions of others seem to have an increased level of awareness. Further, there also seemed to be a good correlation between the variable collaborative skills with other variables namely reduced errors, construction phase activities and proactive learning. The correlation between the variable proactive learning and the variables pair support, levels of awareness, collaborative skills and reduced errors was also found to be very low and insignificant. The only variable that correlates with proactive learning seems to be the construction phase activity. Thus, it can be concluded that the construction phase of software development provides more opportunities and contains more scope for proactive learning.

4.2. Association Between Overall Scores Secured by Students Undergoing Pair and Solo Programming

A paired t test was carried out to test whether there is any difference between the outcomes of similar projects that were carried out in pairs or solo. The hypothesis formulated for the same is as follows:

- $H_0$: There is no significant difference in the overall scores secured by students in similar software development projects, irrespective of whether they worked in pairs or as individuals.

The outcomes of the project done using pair and solo programming techniques were evaluated by the faculty. A phase-wise evaluation was carried out considering the artifacts produced in each phase of the software development. The overall scores comprised of the evaluation of the student’s projects in various phases namely the inception, elaboration, construction and the transition phase, with a maximum score of 10 for each phase and 10 for the project execution, aggregating to a maximum overall score of 50. A paired t-test was used to compare the overall scores of pair and solo programmers and the results are shown in Table 4.

Table 4. Overall scores of pair/solo programmers.

<table>
<thead>
<tr>
<th></th>
<th>Overall Scores for projects secured by Pairs/Individuals</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Mean</td>
</tr>
<tr>
<td>Pair Support</td>
<td>39.16</td>
</tr>
<tr>
<td>Solo Support</td>
<td>32.22</td>
</tr>
</tbody>
</table>

From the results, it can be concluded that the significance value for the paired t test is less than 0.05, and is highly significant. Therefore, the null hypothesis can be rejected and the alternative hypothesis that there is difference in the scores of the pair programmers and solo programmers on similar projects stands accepted. It can also be seen that the mean of the overall scores for projects was observed to be high in the case of pair development when compared to scores for projects developed by individuals Figure 2. The learners seem to engage in more creative software development when compared to other areas of development. Further, since pairs generated better ideas than solo programmers, their overall scores stand high. From Figure 2, it can be understood that the highest score of 46 was secured by the students who worked as pairs, belonging to levels 1 and 3. The pair seems to have shared knowledge and brainstormed on various issues, thus emerging with a better score. The lowest score of 33 was secured by a student pair who belonged to level 3 and level 2. As per the worksheet data collected from the pair, it can be understood that the pair collaboration and knowledge sharing was low, resulting in low scores among students. Similarly, while looking at the scores secured by solo programmers, the highest score 42 was secured by a level 1 student and the lowest score 22, by a level 2 student. The student who scored low among the solo programmers admitted that he was not so efficient in software design and also that he spent more time on debugging. The student further opined that his score may have improved if he had undergone pair programming. Thus, it can be inferred that students...
working as pairs and developing software projects outperformed those working solo.

Table 5. Phase-Wise Scores of Pair/Solo Programmers.

<table>
<thead>
<tr>
<th>Development Phase</th>
<th>Programming Style</th>
<th>Mean</th>
<th>Std. Deviation</th>
<th>t</th>
<th>df</th>
<th>Sig. (2-tailed)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Inception</td>
<td>Pair</td>
<td>7.166</td>
<td>1.24853</td>
<td>4.824</td>
<td>17</td>
<td>.012</td>
</tr>
<tr>
<td></td>
<td>Solo</td>
<td>6.166</td>
<td>2.38253</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Elaboration</td>
<td>Pair</td>
<td>8.388</td>
<td>1.14475</td>
<td>6.203</td>
<td>17</td>
<td>.007</td>
</tr>
<tr>
<td></td>
<td>Solo</td>
<td>7.111</td>
<td>1.49071</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Construction</td>
<td>Pair</td>
<td>8.080</td>
<td>1.02899</td>
<td>6.053</td>
<td>17</td>
<td>.000</td>
</tr>
<tr>
<td></td>
<td>Solo</td>
<td>6.777</td>
<td>1.47750</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Transition</td>
<td>Pair</td>
<td>7.555</td>
<td>.98352</td>
<td>5.208</td>
<td>17</td>
<td>.000</td>
</tr>
<tr>
<td></td>
<td>Solo</td>
<td>4.833</td>
<td>2.40710</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

4.3. Association Between Phase-Wise Scores Secured by Students Undergoing Pair and Solo Programming

A paired t test was carried out to test whether there is any difference between the outcomes of similar projects that were carried out in pairs or solo during different phases of software development. The hypothesis formulated for the same is as follows:

- \( H_0 \): There is no significant difference in scores secured by students in similar software development projects, irrespective of the fact whether they worked in pairs or as individuals during various phases.

A phase-wise evaluation was carried out considering the artifacts produced during each phase of software development and the scores were recorded in the assessment sheet by the assessors. In the inception phase, artifacts such as vision document, requirements management plan and use case documents were considered. In the elaboration phase, diagrams such as activity, use case, sequence and class were considered. The construction phase was evaluated by analyzing the code developed by the students, considering factors such as code quality, readability, defect density and productivity in terms of lines of code. Finally, the evaluation criteria for transition phase consisted of test cases, test plans prepared and the test results produced by automated testing tools. The comparisons of the phase-wise scores are shown in Table 5. It can be observed that the scores obtained through pair programming are high in all the four phases of software development. It can be concluded from the results that the significance value for the paired t test was less than 0.05 and highly significant for \( H_0 b, H_0 c \) and \( H_0 d \). Therefore, the null hypothesis stands rejected and the alternative hypothesis stands supported. During these three phases, the pairs collaborated effectively, generating better ideas and showing better productivity, when compared to solo programmers. From the scores obtained in the inception phase, it can be observed that the significance value for the paired t test is greater than 0.05, thus validating the null hypothesis \( H_0 a \). Thus, it can be understood that the students can work effectively even as individuals during the inception phase, where the requirements are gathered and planning is completed. It can be inferred that even though the pair score in the transition phase is high, the students have expressed that pair programming in this phase is less effective when compared to other phases of software development.

5. Students Perception of the Effectiveness of Pair Programming in Various Phases of Software Development

Table 6. Effectiveness of pair programming in various phases of software development.

<table>
<thead>
<tr>
<th>Phases</th>
<th>Minimum</th>
<th>Maximum</th>
<th>Mean</th>
<th>Std. Deviation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Inception</td>
<td>2.00</td>
<td>5.00</td>
<td>3.3370</td>
<td>.90514</td>
</tr>
<tr>
<td>Elaboration</td>
<td>3.00</td>
<td>5.00</td>
<td>4.2935</td>
<td>.62085</td>
</tr>
<tr>
<td>Construction</td>
<td>3.00</td>
<td>5.00</td>
<td>3.7717</td>
<td>.68103</td>
</tr>
<tr>
<td>Transition</td>
<td>1.00</td>
<td>4.00</td>
<td>2.4457</td>
<td>.78955</td>
</tr>
</tbody>
</table>

A questionnaire was used to rate the effectiveness of pair programming in the various software development phases. From Table 6, it can be inferred that the mean score of students is higher in the elaboration phase, which involves the design activities of the project. The prospects of achieving a better design by collaborating and sharing ideas also seem brighter. While working in pairs, students think of alternative designs and problems can be corrected immediately through brainstorming. The next phase in which students felt pair programming to be effective is the construction phase, which involves coding. Since one of the pair acts as the navigator, he/she looks into the code typed by the navigator, finds errors and tries to correct it immediately. This minimizes errors to a considerable extent. Students rated that pair programming is not so effective in the transition phase, which involves testing activities Figure 3. The students easily tested the developed application by referring to the test plans and test cases using automated testing tools. Students felt that testing activity is manageable even while working individually.

5.1. Students Performance in Final Exam

The student respondents who participated in these experiments were selected upon base criteria namely their Cumulative Grade Point Average (CGPA) scores obtained during their previous semesters of the course and were categorized into four levels. The students were continuously monitored and assessed through two internal tests and one end semester examination with a viva component.
The software development exercise given for end semester examination included problems with higher levels of difficulty when compared to those that they would normally solve in regular laboratory sessions. Each student respondent was assigned with one individual problem. Finally the assessors evaluated the outcome for 100 marks for program output and viva respectively. The criteria for evaluating program output encompassed the correctness of phase-wise artifacts, requisite output and problem understanding. The evaluation was also complimented by a viva session that contributed to 20% of the total marks. This was done to test the efficiency of the student respondents to explain about the tool features, requirement analysis and design which they have used. The test results revealed that the student respondents had gained a significant knowledge about tool usage and programming tactics. In addition, it was also noted that levels 3 and 4 students demonstrated better performance, scoring in the range of 71-90. The results of another laboratory course which adopted solo programming conducted during the same period were compared to benchmark the performance outcomes of those students who underwent pair programming, Figure 4. The results indicate clearly that pair programming experiments considerably enhances the students performance. To substantiate, it was recorded that even level 3 and level 4 students felt that pair programming sessions boosted their performance. Students who belonged to levels 1 and 2 performed well as they do in other laboratories which insist on solo programming. Also, these students expressed that they enjoyed pair programming and also that they gained a sense of satisfaction in sharing their knowledge with peers. A few students who were involved in solo programming also expressed their willingness to adopt pair programming in future.

6. Conclusions and Scope for Further Work
Collaborative work is now being looked upon more seriously than ever in teaching-learning process. This was the impetus for carrying out the above-reported research. The study reports the results of preliminary work carried out in implementing pair programming as a teaching methodology. The results of the study conducted in the context of a programming laboratory course appear to be positive and also reveal the potential of PP in improving both programming practice and collaborative skills. These results propelled the researcher in experimenting with the benefits of collaborative skills on a large scale. Following this, the researcher developed a process framework for pair programming and experimented the effects of the same for a longer duration. Most student respondents have acknowledged in the questionnaire that practicing in pairs did help them experience a sense of reward and accomplishment. The students seem to believe that this experience would prepare them for their transit into an industrial setting which is open to them immediately after completing the course. Thus pair programming can influence practitioners to use it as a teaching learning methodology in laboratories, where more creativity is expected and where the students are required to learn on their own, with minimal support from the faculty. However, a few students who worked in paired teams expressed their dissatisfaction with team work due to lack of cooperation of the pair. While looking at the software project scores of the students who underwent solo and pair programming, it can be concluded that the scores of pair programmers are higher than those of the solo programmers. These results seem to be consistent with the results of previous studies reported in literature. As an extension of the present work, the researchers are currently working on developing software tools that would help in the evaluation and analysis of the experimental sessions. The study can be further expanded by choosing student groups with 4/6 students with mixed knowledge levels, within which the pairs can be formed. The pairs can be interchanged after a specified duration within the group, thus enabling easy knowledge transfer among the members of the group.
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